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Abstract

Code generated by language models frequently contains subtle se-
mantic errors that are difficult to detect with conventional static
analysis and machine learning classifiers. Studying these errors re-
quires specialized datasets that are laborious to create manually. To
address this, we present an automated methodology for generating
a labeled dataset of semantic errors based on an established taxon-
omy. Our approach uses GPT-4.1 to systematically introduce single,
isolated semantic bugs into correct code from the HumanEval and
BigCodeBench benchmarks. We also present a resulting artifact: a
labeled dataset of Python code with semantic errors, designed to
facilitate classification research.

CCS Concepts

« Software and its engineering — Software testing and debug-
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methodologies — Natural language processing.
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1 Introduction

Datasets of correct and incorrect code pairs [28, 30, 33, 65] are
essential for developing and evaluating many software engineering
tools. This data drives the creation of automated program repair
(APR) tools [40], fault localization (FL) techniques [61], and code
intelligence systems [5].

A common method for creating these datasets is by mining real
developer fixes from software repositories [29, 31]. Undoubtedly,
this method has created notable datasets that helped advance the
state of the art in the above research areas. However, mining historic
data from version control systems has some inherent problems.
First, the resulting data is often noisy [21, 27, 63] due to tangled
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Listing 1: Noisy fix: identified by fixCommitSHA1 aa90e04

- if(submittedNode == null || submittedNode.get("values") != null
) {

+ if(submittedNode == null || submittedNode.get("values") == null
) {

- variables.put(field.getId(), dateValue);
+ variables.put(field.getId(), dateValue.toString("yyyy-M-d"));

changes [22]. A bug-fix commit frequently contains more than only
the bug fix, as it is often bundled with additional unrelated changes,
like refactoring or logging. As an example, consider the bug-fix
pair shown in Listing 1 taken from the ManySStuBs4} dataset [31,
32], where the bug fix (changing a condition to check for null) is
combined with an unrelated change in functionality (converting a
date value to a string). The presence of such unrelated modifications
means that models trained on this data may learn to associate
irrelevant patterns with specific bug types.

Second, defect artifacts are hard to reproduce and keep exe-
cutable [66]. Moreover, many of these pipelines are language- and
toolchain-specific, which makes them hard to extend [27, 59]. As
such, adding new examples, bug types, or languages is often im-
practical. Ultimately, this forces researchers to work with data that
is often limited or static.

Recently, large language models (LLMs) have been used as pow-
erful tools for code generation [10]. By leveraging the capability
of many of these models to follow natural language instructions,
researchers have recently leveraged LLMs to inject targeted errors
in source code to improve mutation testing [53]. Inspired by this
idea, we argue that such targeted mutations offer a more flexible ap-
proach to creating cleanly labeled single-fault executable datasets.

In this work, we propose an automated methodology to gener-
ate a labeled dataset of semantic errors by prompting an LLM to
introduce specific bugs into correct code. Such an approach has the
following advantages:

(1) It eliminates the noise of tangled changes: By design, the
only difference between the correct and incorrect code is the
single and intended bug.

(2) It is flexible: Our methodology is lightweight and automated.
It can be re-run at any time to generate new examples, target
different bug types, or support new languages without a
complex mining and code analysis infrastructure.

Our primary contributions are:

(1) An Automated Methodology for Dataset Generation:
We introduce a novel foundational technique that uses an
LLM (in our case: GPT-4.1) to systematically inject single,
isolated semantic errors into correct reference solutions.
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(2) A Labeled Dataset for Semantic Errors: The primary
output of our methodology is a new Python dataset of 1,217
labeled samples spanning six semantic error categories.!
Each sample consists of a correct code solution paired with
an incorrect, LLM-generated variant, labeled with a specific
semantic error type.

While our current taxonomy focuses on six core error types, this
work serves as a proof-of-concept for the viability of LLM-driven
bug injection, establishing a baseline for future expansion into more
complex defect categories.

Listing 2: Simplified structure of the LLM mutation prompt.
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Table 1: Semantic error types considered by our dataset.

Error Type Example of Incorrect

Code Transformation

Introduce a single, natural-looking logical error into the given
Python function.

**Task Description:xx {task_desc}
*xCorrect Code:*x {correct_code}

**Error Type to Introduce:xx {error_type}
*xDefinition:*x {error_type_description}
**Example:** {error_type_example}

**SPECIFIC GUIDANCE FOR THIS ERROR TYPE:*x*
<Dos and don'ts for this error type>

** CRITICAL REQUIREMENTS (Summarized) :#*%
<General rules for subtlety, code integrity, and label fidelity>

[... The full prompt continues with more detailed examples of good
/bad errors, specific rules to prevent applying the wrong
change for a given error type, and a final validation
checklist to guide the model's self-correction process ...]

*xQutput Format:*xx
Return your response as a JSON object with the keys: "mutated_code
" and "explanation".

Overall, we argue that leveraging the code-generation capabili-
ties of LLMs is an effective way to overcome the lack of available
datasets. Our methodology allows us to rapidly generate large
amounts of labeled data, overcoming the scalability barrier of tradi-
tional mining.

2 Methodology

This section details our methodology for the automated generation
of a labeled dataset of semantic errors. Our approach is centered
on a mutational strategy where we use an LLM to inject specific
errors into correct code. We describe the source of our data, the
prompt engineering techniques used to control the LLM, and the
validation process to ensure the quality of the generated dataset.

2.1 Data Source

The foundation of our dataset are the two the well-established
datasets HumanEval benchmark [10] and the hard subset of the
BigCodeBench [68] benchmark. HumanEval provides a collection of
164 function-level programming problems, each accompanied by a
natural language task description, a canonical correct solution in
Python, and a test suite. Likewise, the hard subset of BigCodeBench
provides 296 challenging programming tasks, each supplying com-
plex natural-language instructions and a rigorous suite of test cases

10ur dataset and supplemental materials are available at: https://github.com/sanadlab/
auto-sem-gen

incorrect_condition if score > 50: -> if score >=

50:

of f_by_one

for i in range(1, n): -> for i

in range(n):

incorrect_variable_name X, y =5, 10; return x -> ...;

return y

constant_value_error
incorrect_arthematic_operator

TIMEOUT = 30 -> TIMEOUT = 6@

result = x +y -> result = x -

y

incorrect_function_arguments plot(x_data, y_data)-> plot(

y_data, x_data)

designed to evaluate a model’s ability to utilize diverse function
calls and perform compositional reasoning.

Both of these benchmarks serve as ideal sources, as they provide
the necessary components — the task to incorporate in our prompt,
the ground-truth code, and the means for verification — to generate
and validate our dataset.

2.2 Mutational Approach and Prompt
Engineering

Our data generation process adapts concepts from LLM-driven
mutation testing, such as the LLMorpheus [53] tool, which uses
models to inject faults for evaluating test suites. While LLMor-
pheus prompts for general buggy replacements at placeholder loca-
tions, our approach is specifically tailored for dataset generation by
prompting GPT-4.1 to rewrite the function, deliberately introducing
a single semantic error from a predefined taxonomy, which is a sub-
set from the classification of LLM-generated code errors by Wang
et al. [58]. Their taxonomy classifies errors along two dimensions:
13 semantic characteristics (describing the error’s root cause) and
14 syntactic characteristics (describing the error’s location). For
this work, we selected a subset of six common semantic error types
from their 13 semantic categories, which are well-suited for our
mutational approach and listed in Table 1. The prompt template,
summarized in Listing 2, explicitly instructs the model to inject a
specific fault type (e.g., an off-by-one error or an incorrect logical
operator) while preserving the syntactic correctness and the overall
structure of the original code. This controlled injection of a single
fault per solution is a key feature of our methodology, ensuring
the resulting dataset provides unambiguous examples of each error

type.

2.3 Validation

To ensure the integrity of the generated dataset, we employ a semi-
automated validation process, which is illustrated in the final stages
of the pipeline in Figure 1. This process consists of two key stages:
automated testing and manual verification.

First, in the automated stage, each LLM-generated code variant is
executed against the corresponding test suite (from HumanEval or
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BigCodeBench). This step is crucial for filtering out equivalent mu-
tants, variants that, despite syntactic changes, still produce correct
outputs and pass all tests. Only variants that fail at least one test
case are retained for the final dataset. We emphasize that the manual
verification described in this section was conducted solely to vali-
date the effectiveness of our methodology and establish a baseline
of confidence. The generation technique itself is fully automated
and requires no human intervention to produce new datasets.

Second, to verify the quality of the injected errors, we conducted
a manual analysis on random samples from both datasets. This
manual check verified two critical criteria: (1) that the injected bug
precisely matched the requested semantic error type, and (2) that no
other confounding, unintended errors were introduced. We adopted
a consistent statistical standard for our sampling, aiming for a 90%
confidence level with a 5% margin of error. For the HumanEval
dataset, our manual analysis of 200 random samples out of 745
total entries yielded an accuracy of 90%. For the BigCodeBench
Hard dataset, from its total population of 472 generated errors, this
standard required a sample size of 173. Manual analysis of these
173 samples revealed an accuracy of 75.7%. This lower accuracy
on BigCodeBench Hard, compared to HumanEval, is attributable
to its higher task complexity. We observed that as the solution
logic becomes more complex and less straightforward, it is more
challenging for the LLM to inject a single, isolated semantic error
without also introducing other confounding bugs.

This two-stage validation process gives us confidence in the
overall label quality and provides a clear accuracy metric for each
dataset.

3 The Generated Dataset

The primary artifact of our methodology is a labeled dataset of
semantic errors. Listings 3 and 4 show a representative sample
from HumanEval and the corresponding mutant generated using
our methodology, while Listings 5 and 6 show a sample from Big-
CodeBench with its corresponding generated mutant.

Listing 3: Correct solution for HumanEval/8 (sum_product).

def sum_product(numbers:
-> Tuplelint,
sum_value = @
prod_value = 1
for n in numbers:
sum_value += n
prod_value *= n
return sum_value, prod_value

List[int])
int]:

Listing 4: Incorrect solution for HumanEval/8, labeled as
"Incorrect Arithmetic Operation".

def sum_product(numbers:
-> Tuplelint,
sum_value = @
prod_value = 1
for n in numbers:
sum_value += n
prod_value += n # Bug: should be prod_value *= n
return sum_value, prod_value

List[int])
int]:

10
11
12
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LLM Prompt

Target Error Type
(e.g., Off-by-One)

Generated Code

Validation

Execute Against

Test Suite

Passing Code (Equiv- Failing Code (Valid
alent Mutant) Labeled Error)

v
Manual Valida-
tion (via Sampling)

Figure 1: Pipeline for generating and validating a dataset
sample. A formatted prompt is sent to the LLM. The output
is tested to filter equivalent mutants (passing). The remaining
valid errors (failing) are collected, and their label accuracy is
then verified through manual sampling.

Listing 5: Correct solution for BigCodeBench/952 (task_func).

def task_func(task_list,
employees,
assignment_data = []
for _ in range(n_tasks):
task_name = random.choice(
task_list).replace(" ", "_")
employee = random.choice(employees)
assignment_data.append(
[task_name, employee, due_date])
return pd.DataFrame(assignment_data,
columns=["Task Name", "Assigned To",
"Due Date"])

n_tasks,
seed=None):

Listing 6: Incorrect solution for BigCodeBench/952, labeled
as "Constant Value Error".

def task_func(task_list,
employees,
assignment_data = []
for _ in range(n_tasks):
task_name = random.choice(
task_list).replace(" ", "-") # Bug:
employee = random.choice(employees)
assignment_data.append(
[task_name, employee, due_datel])
return pd.DataFrame(assignment_data,
columns=["Task Name", "Assigned To",
"Due Date"])

n_tasks,
seed=None):

should be "_"

This section describes the structure and characteristics of this
dataset. For accessibility and ease of use, the dataset is stored in
JSON Lines format.
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3.1 Dataset Schema

Each line in the dataset corresponds to an entry and is a self-
contained JSON object representing a single programming task
and its corresponding faulty code variant. Each JSON object con-
tains the following key-value pairs:

e task_description: A string containing the complete nat-
ural language description of the programming task, as pro-
vided by the original HumanEval or BigCodeBench bench-
marks.

e correct_solution: A string containing the canonical, cor-
rect Python code for the task from the reference benchmarks,
HumanEval or BigCodeBench.

e incorrect_solution: A string containing the LLM-generated
Python code, which includes a single, isolated semantic error.

e error_type: A string label specifying the class of the se-
mantic error introduced in the incorrect_solution. Table
1 lists the possible error types.

We elaborate on the research opportunities enabled by this
schema in Section 4.2.

3.2 Dataset Statistics

Our final dataset contains 1,217 samples, composed of 745 generated
from the HumanEval benchmark and 472 from the BigCodeBench
Hard benchmark. Table 2 provides a detailed distribution of these
samples by their injected error type.

Table 2: Distribution of Error Types in the Dataset.

Error Type Percentage Count
Constant Value Error 15.9% 193
Incorrect Arithmetic Operation 18.4% 224
Incorrect Condition 11.5% 140
Incorrect Function Arguments 16.8% 205
Incorrect Variable Name 18.5% 225
Off-by-One Error 18.9% 230
Total 100.0% 1,217

The distribution of error types is relatively balanced, making the
dataset suitable for training and evaluating multi-class classification
models. We elaborate on this in Section 4.1.

4 Applications and Future Work

Our work in generating this dataset of fine-grained semantic errors
is not an end in itself, but rather a foundation for further research
and development. In this section, we first explore the immediate
potential applications of the dataset as a new benchmark for code
intelligence tools. We then outline several promising directions for
future work, focusing on how our bug generation methodology can
be extended and refined.

4.1 Potential Applications

As we noted in Section 3, the structure of the dataset artifact en-
ables broader research into the nature of programming errors. By
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including the natural language task description, our dataset facili-
tates research into the root causes of semantic bugs. For example,
researchers may explore:

e Fine-Grained Error Classification: The dataset’s struc-
ture naturally lends itself to a classification problem, making
it a fitting resource for training and evaluating supervised
models (from simple classifiers to more complex neural ar-
chitectures) to automatically classify the specific type of
semantic error in a code snippet. This inherent fit suggests
direct applications in IDEs and automated tutoring systems,
providing developers and learners with more specific feed-
back beyond a simple "wrong answer".

o Error Correlations: Whether certain requirement patterns
(e.g., boundary conditions) are more likely to result in specific
bugs (e.g., off-by-one errors).

e Program Repair: Using the paired correct/incorrect solu-
tions and error labels to develop targeted Automated Pro-
gram Repair (APR) approaches.

e Failure Analysis: Studying the generated errors to better
understand the scenarios more prone to failure in LLMs,
informing the development of more reliable code models.

4.2 Future Work

Our work also establishes a foundation for several promising re-
search directions where the methodology itself can be extended
and refined. Future work could involve:

¢ Expanding Scope and Generalizability: Applying our
mutational approach to other programming languages (e.g.,
Java, C++) and different source code benchmarks. This would
test the generalizability of our technique and produce a more
diverse collection of datasets. For instance, recent work like
LLMorpheus [53] has also explored mutational strategies
for languages such as JavaScript/TypeScript, albeit with a
different goal (mutation testing), which highlights the broad
utility of such methods.

Enriching the Error Taxonomy: Expanding the taxonomy
to include more complex semantic error types. This includes
critical but hard-to-generate bugs such as concurrency issues
(e.g., data races, deadlocks) [38] and incorrect API usage (e.g.,
violating call order, misusing parameters) [64], which remain
significant challenges in software engineering.

Varying the Mutator LLM: Experimenting with different
foundational models (e.g., open-source models like Llama[55]
or Mixtral[26]) to perform the bug injection. This is impor-
tant for assessing how a model’s underlying architecture
and training data influence the diversity and realism of the
generated bugs, as well as for exploring the feasibility of
using more accessible, non-proprietary models for this task.
Improving Validation: To address the lower accuracy ob-
served in complex tasks (like BigCodeBench), future work
could use iterative prompting or LLM-as-a-judge [16] to fil-
ter out unclear examples before manual review. Some code
specific LLM-as-a-judge methods exist such as CodeJudge
that is specifically designed for evaluating semantic code
[54] or ICE-Score [67] which mainly overcomes the problem
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of lacking test-suites, making the methodology applicable
for code datasets with no provided test suites.

5 Threats to Validity

We identify several potential threats to the validity of our method-
ology and the resulting dataset.

Internal Validity: The primary threat to internal validity is the
fidelity of the semantic error labels. Although our methodology
is designed to generate specific error types, the stochastic nature
of LLMs could lead to mislabeled examples (e.g., the model intro-
ducing a different bug than instructed). We mitigate this by using
highly constrained prompts and performing a manual validation
on a random sample, which confirmed 90% and 75.7% labeling accu-
racies, as described in Section 2.3. However, a small degree of label
noise is an inherent limitation of this automated approach. Addi-
tionally, since all mutations were generated using a single model
(GPT-4.1), there is a potential risk of model bias, where the dataset
may over-represent specific error patterns favored by this model’s
training distribution or tend to produce repetitive variations of the
same error type. Future work should explore ensuring distribution
diversity by, for example, employing a wider range of LLMs for
mutation.

External Validity: Our findings may have limited generalizabil-
ity since our dataset is based on a single programming language
(Python) and two data sources (HumanEval and BigCodeBench
Hard). The distribution and nature of semantic errors might dif-
fer in other languages or in larger and more complex real-world
software. Nevertheless, by using a well-established benchmark, our
work provides a reproducible baseline that enables the community
to extend this methodology to other contexts.

Construct Validity: The validity of our conclusions depends
on our error taxonomy. While based on prior work [57], this tax-
onomy is a representative subset and may not be exhaustive. We
acknowledge that it currently excludes complex categories such as
concurrency issues, state-management defects, or security vulnera-
bilities. We position this work as a foundational proof-of-concept
for validating the generative methodology; however, the lower val-
idation accuracy observed on the BigCodeBench benchmark (75.7%)
compared to HumanEval (90%) highlights the trade-off between
task complexity and the difficulty of injecting isolated, precision
errors without unintended side effects.

6 Related Work

Our work introduces a methodology for the automated generation
of labeled datasets and is best understood in the context of two
areas: (1) existing approaches for collecting bug data, and (2) the
emerging study of errors in LLM-generated code.

6.1 Approaches to Bug Data Collection

The predominant method for creating bug datasets is to mine the
version control history of open-source projects. Large-scale datasets
like ManySStuBs4] [31] and TSSB-3M [47] have successfully ap-
plied this to collect millions of single-statement bug fixes. While
these resources share our focus on fine-grained edits, they do not
guarantee that a buggy version only represents a single behavioral
fault. This ambiguity, which our introductory example in Listing 1
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shows, introduces noise and hinders automated analysis. In con-
trast, our methodology takes a different route: it programmatically
injects exactly one isolated semantic error into a known-correct so-
lution and validates it via tests. This controlled, low-noise approach
provides the precision needed to build tools that target the core of
the error, rather than being misled by unrelated or confounding
aspects that are tangled with a bug.

Other research recognizes the noise in mined commits and fo-
cuses on improving dataset precision. Techniques like Flexeme [43]
and LLM-based detectors [42] untangle commits that mix multi-
ple changes. BugMiner [49] isolates bug-inducing changes. These
approaches attempt to clean up the noise inherent in mined data,
while our generation method sidesteps this problem by producing
single-fault instances by design.

Other datasets also aim for high confidence in the validity of
their bugs. While some achieve this using test execution to validate
bugs, others rely on different artifacts. For example, ReDef [41] uses
reverted commits and PreciseBugCollector [20] uses bug-tracker
information. While this improves label reliability, their focus differs
from ours. They typically operate at a coarser granularity (classify-
ing code as simply "defective" or "clean") and do not enforce our
strict requirement for a single, isolated semantic error per sample.

Some approaches have learned mutation operators from real
bug-fixes to create more realistic faults [56]. Recent work such as
LLMorpheus [53] has also explored using LLMs for mutation testing
in JavaScript and TypeScript. While our approach shares the under-
lying concept of LLM-driven mutation, it differs fundamentally in
scope and application. LLMorpheus generates mutants to evaluate
the quality of existing test suites, whereas our methodology targets
the generation of a labeled dataset for training models. Additionally,
our work currently focuses on Python, while LLMorpheus focuses
on JS/TS. Similarly, mined datasets like ManySStuBs4] [31] focus
on Java. However, unlike tool-specific static analysis, our prompt-
driven methodology is inherently language-agnostic. This allows
our approach to be adapted to other languages with relatively low
effort. Our methodology can be seen as a specialized form of mu-
tation generation, but our goal is not to evaluate an existing test
suite. Instead, we use a constrained process to create a clean, la-
beled dataset. As studies on distribution shift have shown [19], such
controlled synthetic datasets are valuable and complement datasets
mined from real-world bugs.

6.2 Datasets for Analyzing LLM-Generated Code

In order to study the reliability of LLM-generated code, some studies
analyze LLM outputs to create taxonomies of common errors [11, 14,
35, 51, 57]. These taxonomies show that LLM errors have patterns,
a finding that is the basis for our work. However, these studies
only categorize errors manually. They do not offer an automated
way to generate a labeled dataset. Our methodology fills this gap
by automating the creation of a structured dataset from an error
taxonomy.

The buggy-HumanEval dataset [13] creates buggy code prefixes
by flipping operators in correct solutions. Their goal is to test how
LLMs complete code when the provided prefix already contains a
bug. In contrast, our methodology generates a complete but incor-
rect function, not just a prefix, and provides an explicit label for
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the error type. Our goal is to create a labeled dataset, not to test
code completion. Other benchmarks also use bug injection to eval-
uate LLM debugging. For instance, DebugBench [52] uses GPT-4
to implant diverse bugs, while MdEval [37] uses custom tools for
multilingual faults. Their goal is to test general debugging. Our
methodology is different: we use highly constrained prompts to in-
ject a single, specific error type. This creates a dataset for classifying
error types, not for evaluating debugging abilities.

7 Conclusion

This work makes two key contributions to the study of semantic er-
rors in code. First, we introduced an automated and flexible method-
ology that leverages an LLM to systematically inject single, isolated
semantic errors into correct code, guided by a predefined taxonomy.
Second, using this methodology, we produced and validated a new,
publicly available dataset of 1,217 labeled Python code snippets.
This artifact, derived from the HumanEval and BigCodeBench bench-
marks, spans six common semantic error categories and provides a
clean, task-aligned resource for the research community.

The primary practical implication of our work is its ability to
overcome the key limitations of traditional bug-data mining. By
generating data by design, our approach avoids the "tangled change"
problem, ensuring that each sample contains only the intended, la-
beled fault. This provides the community with a reliable benchmark
for developing and evaluating a new generation of code intelligence
tools. As discussed in Section 4.1, this dataset can directly facilitate
research into fine-grained error classification, targeted program re-
pair, and the analysis of LLM failure modes, enabling tools that offer
more specific, actionable feedback than a simple pass/fail verdict.

Ultimately, this work establishes a new foundation for creating
high-quality, labeled data for code analysis. Future efforts can ex-
tend this methodology to other programming languages, richer
error taxonomies, and different code benchmarks, further acceler-
ating research into automated debugging and code reliability.
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